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ABSTRACT

Open Source Software (OSS) is one of the emerging areas in software engineering. Reuse of OSS is employed in reuse-intensive software development such as Component Based Software Development and Software Product Lines. OSS is gaining the interest of the software development community due to its enormous benefits. The context of this study is the use of OSS in reuse-intensive software development. The use of OSS in the systematic reuse of software, such as in Software Product Lines (SPLs) is a new phenomenon. The aim of this study is to identify the different dimensions of this phenomenon. In this study, a qualitative method, namely the interview, is used to acquire data. Interviews are conducted with seven respondents. The data is analyzed using an adapted form of grounded theory. The results of this study include seven categories and their 39 subcategories / dimensions. The results of the study are compared with contemporary studies in this area to highlight the contributions and to complement them. The findings of this study provide an in-depth view of the issues related to the use of OSS in reuse-intensive software development. These findings will help the community to improve their practices and to initiate steps to cope with the challenges.
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1. INTRODUCTION

Open Source Software (OSS) is gaining the interest of the software engineering community due to its numerous benefits. These benefits fall into different dimensions. One dimension is financial benefits, e.g. the reduction in maintenance cost [1] and the escape from vendor lock-in [1, 2]. Another dimension is technical benefits including having a large number of developers and testers [3, 4] and less maintenance risk [5]. Other dimensions include user support from the community [4], encouraging innovation [6, 7] and increased collaboration [8]. As we can see, there are multifaceted advantages to the use of OSS. The benefits may relate to social aspects or to financial ones. The factors which contribute to the popularity of OSS may also include increased bandwidth, improved search facilities, and the existence of code conjurers [9]. The growth of the Internet is also one of the factors which has a huge impact on the way that software is developed, marketed, and supported [10]. The use of OSS in Component Based Software Engineering is already a norm in the industry [11]. Recently, researchers have envisioned the use of OSS in SPL development [12, 13]. So, OSS is entering into a new arena. Currently available knowledge in this research area is limited. This lack of knowledge is also recognized in [14]: “there has been no systematic synthesis of the OSS challenges reported in the literature.” Therefore, it is obvious that there is a need to explore the use of OSS in reuse-intensive software development, especially in Software Product Lines (SPLs). In this study, not only the challenges, but also other dimensions to using OSS are explored, such as the current reuse practices, the desirable characteristics of OSS and the use of OSS in SPLs.

2. RESEARCH METHODOLOGY

This is an objective exploratory study. The study comprises a literature search and interviews [15]. The literature contains information regarding the use of OSS in Component Based Software Development. Furthermore, the use of OSS in SPLs has recently been proposed by researchers. As regards the interviews, the respondents were selected carefully on the basis of their knowledge and expertise in this area. The analysis of the qualitative data gathered through the interviews was performed using the grounded theory approach [16]. The details on the analysis and results are presented in the next sections. The results are in the form of categories and sub-categories, which provide an insight into the different dimensions of the categories. The findings are a contribution towards the body of knowledge. Details of the interviews conducted in this study are provided in next section.

2.1 Interview

Qualitative evaluation and validation approaches seek to collect data in the form of text and pictures. The interview is one of the forms of qualitative data collection. In [17], a detailed discussion about the use of participant observation and interviewing is provided. The interview is a means of collecting primary data; it is a conversation between two persons, one of whom is a researcher. Interviews can be used for data collection where the nature of the study is exploratory. Interviews are helpful when the data to be gathered is about a person’s knowledge, preferences, attitude or values [18]. Interviews are useful in situations when the logical order of the questions is not clear or predetermined [18]. Interviews may help to gather
impressions and opinions about something [17]. Interviews enable one to get personalized data, provide an opportunity to probe, establish technical terms that can be understood by the interviewee, and facilitate mutual understanding. The interview provides an in-depth view for exploring the perspective of informants [18]. Interviews enable the researcher to understand the experiences of others. Several types of interviews are reported in the literature [19]. In this study the semi-structured type of interview is used.

Unstructured interviews are costly in terms of time and resources as they require a lot of time to conduct the interviews and to analyze the data. On the other hand, structured interviews are efficient, requiring less time and resources. However, structured interviews follow a set pattern that does not allow for a detailed exploration of the issues. Semi-structured interviews offer a compromise, making use of both open-ended and specific questions. This combination allows the researcher to explore the issues by collecting expected information using specific questions, and unforeseen information from open-ended questions. The semi-structured type of interview is used in this study.

2.2 Interview Guide

An interview guide helps the researcher in organizing the interview. The contents of an interview guide include the list of open-ended questions to be asked during the interview and notes to direct the interviewer in the desired direction. Like field notes, an interview guide is again confidential, i.e. it is not shown to the respondent. For novice interviewers it is usually difficult to conduct the interview and write notes at the same time. An audio recording of the interview provides a solution to this problem. The permission to audio tape the interview is essential; it is ethically binding on the researcher to inform the respondent that the conversation is being taped.

The interview guide contains open ended questions, or in other words the issues to be discussed. The conversation starts with a brief introduction by the interviewer. In our case, an introduction of the topics is not necessary because the topics are already known to the researchers. In fact some of the respondents are experts who are well known in the research community. The respondents answered the questions differently due to their varying knowledge and level of experience. They used examples (citing names of software) and referred to their talks with other researchers. The transcribed interviews are not presented here, neither are the names, the places or the events. The crux of the conversation and results are presented in the results section.

2.3 Respondents' Profiles

The research issues investigated in this study are of a specialized nature. Not everybody working in industry or academia is able to answer these questions. The respondents were chosen based on their expertise. It should be noted that the respondents have up to date information regarding the research in this area and industrial practices.

The interviews were audio recorded and transcribed prior to performing the analysis. The first respondent is a software engineering researcher and developer. He has experience related to human computer interaction application development.

The second respondent is a researcher having a doctorate degree in software engineering in the area of software product lines. He is an author of many publications, some of which are book chapters. His publications include those specifically targeting software product lines and related issues.

The third respondent is an expert in software reuse research, and has been authoring research papers on software reuse since the 1980's. He actively participates in research activities and is currently the editor of a publication in software engineering published by a prestigious body. He is currently serving as the principle software architect in a well known organization.

The fourth respondent started his career as a software engineer and had been promoted to software project manager during his career. He has managed several projects in the domains of accounts, student information service, examination systems and automation of small industries and NGOs.

The fifth respondent has worked in the domains of micro finance, accounts, medical laboratories, visa system, and billing.

The sixth respondent is working in a multinational software development company. He has experience of working in the education and health sectors. Currently, he is serving as software quality assurance engineer.

The seventh respondent is also associated with the software industry, working in a well reputed and nationally certified software company. He has been involved in developing software related to the project management domain.

The profiles of the respondents are diverse, which influenced the design of the interview guide and meant that not all of the questions were posed to all of the respondents. Table 1 summarizes the profiles of the respondents. Different means were used for conducting the interviews due to the location of the respondents. These are shown in Table 2.

2.4 Qualitative Analysis Coding Process

The coding process of grounded theory is used for the analysis part of this study. Following the grounded theory approach, the coding process starts with open coding [16]. It is the first analytical step that ‘opens up’ the transcribed interview. The concepts are identified and names are given to them. The open coding process results in a list of codes. In addition a word cloud is generated. This step is taken to make sure that none of the recurring words are missed. After the analysis of all the transcriptions, we have all of the concepts. Similar ones are grouped into categories. The categories are named such that they provide meaningful insight into them. After the identification of categories, the properties and dimensions are developed by answering the ‘when’, ‘where’, ‘why’, and ‘how’ questions about the categories. The main categories are divided into subcategories according to the different properties and dimensions of the main categories.

The categories and respective sub-categories are linked during the axial coding process [16]. Axial coding is the process of reconnecting the data. The linking of categories and subcategories provides more information and dimensions of the phenomenon. The category, itself, is a phenomenon; on the other hand, a sub category is not a phenomenon by itself, but it answers questions about a phenomenon.
Selective coding [16] is the process of integrating and refining the categories which are identified in the axial coding process. During selective coding, the researcher reaches a point where no new property, relationship or dimension emerges. This point is termed theoretical saturation [16]. A pictorial depiction of the coding process is presented in Figure 1. The qualitative data was analysed using the ‘atlas.ti’ tool [20].

2.5 Word Cloud

A word cloud is a technique used to represent the frequencies of words in textual data. On the World Wide Web, word clouds are also referred to as tag clouds. Word clouds are used to depict the relative importance, frequency, and popularity of a word [21]. In this research, a word cloud is used in addition to ‘open coding’ to make sure that none of the recurring words are missed. The interview transcripts contain 6,483 words. A word cloud of these words is generated by an online word cloud service (www.tagxedo.com), and is shown in Figure 2. The cloud includes the 300 most frequently recurring words in the transcripts. The word cloud helped to ensure that the concepts related to these words are included in the code list.

Figure 2 Word cloud generated from interview transcripts

3. RESULTS

The findings of the interviews and literature search are presented in this section. These findings emerged into seven categories. The names and descriptions of these categories are provided in Table 3.
<table>
<thead>
<tr>
<th>Category ID</th>
<th>Category Name</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Cat-1</td>
<td>Challenges of OSS</td>
<td>These challenges are wide-ranging: the customer’s viewpoint; the end user’s viewpoint; commercial and secure application development issues.</td>
</tr>
<tr>
<td>Cat-2</td>
<td>Current reuse practices</td>
<td>Knowledge about current reuse practices as employed in industry are combined in this category. This knowledge is based on the experience of the respondents.</td>
</tr>
<tr>
<td>Cat-3</td>
<td>Using OSS in SPL</td>
<td>The views of the respondents on the use of open source software in product lines are put together in this category.</td>
</tr>
<tr>
<td>Cat-4</td>
<td>Role of OSS in promoting reuse</td>
<td>This category is based on the role of OSS in the promotion of reuse, i.e. why OSS is influencing reuse intense software development.</td>
</tr>
<tr>
<td>Cat-5</td>
<td>Factors affecting reusability</td>
<td>The factors of reusability are assembled under this category.</td>
</tr>
<tr>
<td>Cat-6</td>
<td>Desirable characteristics of OSS</td>
<td>The desirable characteristics of OSS, identified during the study, are presented in this category.</td>
</tr>
<tr>
<td>Cat-7</td>
<td>Suggestions</td>
<td>The suggestions provided by the respondents are presented in this category.</td>
</tr>
</tbody>
</table>

Table 4 Sub categories of ‘Challenges of OSS’

<table>
<thead>
<tr>
<th>Sub Category ID</th>
<th>Sub Category Name</th>
<th>Representative Quote</th>
</tr>
</thead>
<tbody>
<tr>
<td>SC-1-1</td>
<td>Finding OSS</td>
<td>“Finding an OSS component is one of the challenges.”</td>
</tr>
<tr>
<td>SC-1-2</td>
<td>Evaluating OSS</td>
<td>“If I find a required OSS component then its evaluation is a challenge.”</td>
</tr>
<tr>
<td>SC-1-3</td>
<td>Lack of documentation</td>
<td>“…..without proper information it is difficult to understand it.” “If there is no proper documentation then other cannot understand the software neither can change nor modify it.” “The challenge in the context of the open source is analyzing, usually OS comes along with source code without many documentation. So, it is very difficult to analyze without documentation.”</td>
</tr>
<tr>
<td>SC-1-4</td>
<td>Reluctance for developers to make their software OSS</td>
<td>“The managers and owners of the company want to develop such type of product that they have …. They don’t want to contribute to the open source because they want to run their software house ...” “they are willing to use the OS but not to contribute to the OS because of their limitation and because of the market competition” “They don’t want to contribute to the open source because they want to run their software house.”</td>
</tr>
</tbody>
</table>
3.1 Challenges of OSS

In this study, the challenges of OSS have been identified through a qualitative method. In this section these are presented, and categorized on the basis of the opinions of the respondents. These challenges fall into different dimensions. The list of challenges (sub categories) and their corresponding representative quotes are presented in Tables 4 and 5.

These challenges include finding and evaluating OSS, the lack of documentation, and the developers’ reluctance to make their software OSS. Another challenge is that developers do not have appropriate information about intellectual property rights / copyright. A further challenge is the lack of adherence to coding standards. The security of OSS is also one of the major challenges. In relation to the challenge of finding OSS, improper reviewing and comments is one of the issues that needs attention. At the organizational level there is a fear of losing market share, which poses a challenge for the OSS community, as it deters developers from making their software open source.

A study [14] has also discussed the challenges of OSS. The authors made an argument that “there has been no systematic synthesis of the OSS challenges reported in the literature”. However, their study was based on a literature survey. In the case of this study, the findings are based on interviews with the experts, researchers and practitioners together with a influence of what the literature says.

The common findings of this study and [14] are the challenges of finding and evaluating components, poor documentation, and the legal aspects such as copyright and intellectual property rights. The findings presented in this study are based on the viewpoint of users of OSS components, i.e. the software engineers. In this regard, the prominent findings are the issues of security, fear of losing market share (at the organizational level) and fear of losing one’s job (at the individual software engineer’s level). In a recent focus group study it was reported that security and documentation are among the most important technical factors [22]. These factors should be taken into account when selecting an OSS component.

3.1.1 SC-1-1 Finding OSS

The very first challenge in OSS is searching for it. Searching facilities are improving with the emergence of new search engines. Furthermore, enormous contributions are being made by numerous software engineers. The availability/accessibility of OSS has improved but it is still a challenge to find specific OSS. One of the reasons is that different cataloguing standards are employed by search engines. This lack of a standard makes it difficult for a new user (i.e. a software engineer) to search for a component using different search engines.

3.1.2 SC-1-2 Evaluating OSS

The evaluation of the OSS is another challenge. For example, in the first step (Finding OSS) when a required component is found, then the decision whether to use it or not is related to the evaluation of the OSS. The practices to evaluate OSS differ in different organizations. In small organizations the evaluation of OSS prior to using it is at the discretion of the software engineer. In such environments this evaluation depends on the knowledge and expertise of the software engineer.

3.1.3 SC-1-3 Lack of Documentation

Lack of documentation is related to the understandability of software. Lack of documentation affects the understandability/analysis of the software. So, without
having appropriate documentation it is difficult for software engineers to use it. One of the reasons for this issue is that a large number of developers contribute to many OSS components, and this complicates the provision of documentation.

The respondents consider documentation as the most important quality of OSS. The quality of documentation reflects the quality of the software. Another aspect of documentation is that it provides a record of the changes made to the OSS, i.e. it gives its history.

3.1.4 SC-1-4 Reluctance for Developers to Make Their Software OSS

In industry, managers encourage open source based development. However, sometimes it is a one way interaction, meaning that open source is used but is not contributed to. The owners/managers of software houses want to develop software using open source components to save time and money, however, they want to capture market share and that is why they force software engineers not to share code. Sometimes software engineers (developers) want to contribute to the open source community, but they are constrained by their owners. In such a situation, software engineers are forced to have a one way interaction with OSS and are unable to contribute to OSS, and have to keep their innovations to themselves. Fear of losing their job is also associated with the reluctance of software engineers. They perceive OSS contribution as a threat to their job.

3.1.5 SC-1-5 Lack of Information about Intellectual Property Rights/Copyright

Software developers are not fully conversant with the intellectual property rights and licensing information of open source software. There are issues with legacy code and the ‘lineage’ of software. As an example, a software engineer might work for an organization and then leave that organization. The software engineer might retain the application code. The individual may join another organization and start using the code or he/she may make it available as OSS.

3.1.6 SC-1-6 Lack of Adherence to Coding Convention/Standard

There is a lack of adherence to coding conventions. This reduces the understandability of the code. The level of expertise of the programmer and type of experience that they have had also plays an important role. The respondents suggested that OSS contributors should follow coding conventions. A check should be undertaken of the code, and only if it meets the standard should it be included in an open source portal. Without this check, the code’s worth is questionable. Instead of spending large amounts of time understanding others code, software engineers would prefer to write their own.

Table 6, along with their corresponding representative quotes. The current reuse practices include knowledge reuse, looking at the demonstration of software and the initialization of a product.

In [25] and [26], it is stated that OSS developers reuse existing code in three forms. These three forms include reuse of components, single lines of code, or algorithms / methods. In this study, it is identified that another form of reuse is the translation of logic from one programming language to another. There is the situation where a developer searches for a specific code in a specific language but she/he can only find the functionality in some other language. Then

3.1.7 SC-1-7 Security

There is a security concern when using OSS in critical and highly secure application domains, such as the defence, government and financial sectors. In such situations there should be mechanisms for code scanning to ensure that the code is clean, meaning that there is nothing malicious in the code.

The issue of security is of great importance. In a recent focus group study [22], the security of components has been identified as an important technical factor that influences the selection of components. Currently, software engineering researchers are working on empirical studies on open source and closed source software, see [23] for example. This study concludes that there is no significant difference in both open and closed source software development in terms of security.

3.1.8 SC-1-8 Improper Reviewing/Comments

Reviewer/user comments about OSS play an important role for the potential user of OSS. One can learn about the software prior to downloading and using it. There is a huge amount of code (software) available over the Internet. Users have written comments about some of it. However, the issue is that there is no standard for reviewing code and writing comments about it. The person who writes a comment shares a personal experience with a particular piece of software. Sometimes, the context of its use is not clear, which raises questions in the reader’s mind. It is suggested by the respondents that there should be standards for writing comments about software so that potential OSS users can easily extract the required information. The challenge of improper reviewing and comments can be related to the challenge of several descriptions of the same document, which is identified in [24].

3.1.9 SC-1-9 Fear of Losing Market Share

This issue is more relevant to product line and domain based software development, where companies target a specific domain and group of potential customers. In such situations the software organizations may use OSS but do not want to contribute software to an OSS repository because they want to keep their innovations to themselves. In this way they sustain themselves in a particular domain. There is a fear associated with sharing - if they share code they will risk losing their position in the market.

3.2 Current Reuse Practices

The current reuse practices are identified in this study. The findings which fall under this category are related to the knowledge about current reuse practices as employed in industry. This knowledge is based on the experience of the respondents. The list of sub categories is presented in

Table 6, along with their corresponding representative quotes. The current reuse practices include knowledge reuse, looking at the demonstration of software and the initialization of a product.

In [25] and [26], it is stated that OSS developers reuse existing code in three forms. These three forms include reuse of components, single lines of code, or algorithms / methods. In this study, it is identified that another form of reuse is the translation of logic from one programming language to another. There is the situation where a developer searches for a specific code in a specific language but she/he can only find the functionality in some other language. Then
she/he tries to translate it in the desired language. In other words, creates a replica of the program in the other language. Demonstration versions of OSS are used to assess the effort required to modify code or the number of modifications to be made. Furthermore, the modules where the changes are required can be easily identified by using a demonstration version.

3.2.1 SC-2-1 Knowledge Reuse

There is a form of reuse in which knowledge is reused. Imagine a situation where a software engineer is searching for a component written in one language but can only find it written in another language. The software engineer can reuse the knowledge inherent in the logic but rewrite the code. This form of reuse is helpful where the bulk of the logic remains the same and the objectives of reuse are achieved with some changes / adaptation. A demonstration version of software is also related to knowledge reuse, as explained in the next section.

3.2.2 SC-2-2 Demo

Much OSS comes with a demonstration version; this is very helpful for understanding the software. The potential user of OSS can base his/her decision on whether or not to use the component on the success of using the demonstration version. In other cases, the software engineer wishes to use a component following some modifications. A demonstration aids the software engineer in thinking how best to make the modifications. Software engineers can sometimes gain a better idea of the functionality of a part through using a demonstration rather than studying a large amount of code. In this way target areas of the program requiring modification can sometimes be more easily identified.

3.2.3 SC-2-3 Not Started From Scratch

There is an opinion that starting a product ‘from scratch’ is impractical. Software engineers start developing with having some components at hand. It saves time and other resources. At a higher level the same goes for software product lines. Product lines are started after having prior knowledge and an awareness of their applications in the domain. Reuse as an aid to getting started can facilitate a competitive advantage, allowing a new software product to be developed in a short period of time.

The association of an organization with a specific domain helps to develop trust in its new products. The customer prefers software products from companies that are already established in a specific domain.

<table>
<thead>
<tr>
<th>Cat-2</th>
<th>Current reuse practices</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sub Category ID</td>
<td>Sub Category Name</td>
</tr>
<tr>
<td>SC-2-1</td>
<td>Knowledge reuse</td>
</tr>
<tr>
<td>SC-2-2</td>
<td>Demo</td>
</tr>
<tr>
<td>SC-2-3</td>
<td>Not started from scratch</td>
</tr>
</tbody>
</table>

Table 6 Sub categories of ‘Current reuse practices’

<table>
<thead>
<tr>
<th>Cat-3</th>
<th>Using OSS in SPL</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sub Category ID</td>
<td>Sub Category Name</td>
</tr>
<tr>
<td>SC-3-1</td>
<td>Fast transition</td>
</tr>
<tr>
<td>SC-3-2</td>
<td>OSS is attracting SPL community</td>
</tr>
<tr>
<td>SC-3-3</td>
<td>Improvement in quality</td>
</tr>
<tr>
<td>SC-3-4</td>
<td>Provides opportunities</td>
</tr>
</tbody>
</table>

Table 7 Sub categories of ‘Using OSS in SPL’
3.3 Using OSS in SPL

This category is based on the views of the respondents on the role of open source software in product lines. The sub categories are presented in Table 8 with their corresponding representative quotes.

The use of OSS in an SPL facilitates a fast transition towards automation and the entering into new markets. OSS is a platform which provides components; it attracts the SPL community. The attraction is due to the benefits of OSS. The use of OSS in an SPL improves the quality of the software. OSS is an opportunity for the SPL community to add more innovations to their product lines.

3.3.1 SC-3-1 Fast Transition

The use of OSS to develop a product line provides an opportunity to develop a new product in less time. More generally, it hastens the transition of manual to automated systems as many of the systems which we interact with in our daily life are similar to one another. SPLs deal with such similarities (commonalties). The infrastructure of OSS core assets can be used to initialize many specialized products.

3.3.2 SC-3-2 OSS is Attracting SPL Community

OSS is attracting the product line community in the sense of starting a new product. An organization can develop a new product in less time using OSS. On the other hand, product lines are seldom started from scratch. So, OSS provides a good start to the SPL community. Obviously the standards and quality of OSS is an issue in the case of OSS based SPLs.

3.3.3 SC-3-3 Improvement in Quality

The reuse of software improves its quality. However, in the case of SPLs it is even more beneficial. The core assets are reused in multiple applications; this reuse refines the components. The more times a component is reused the greater is its quality. Another aspect of this is that the end user/customer is in a better position to state his/her requirements and comment on a system after using a similar one. The findings are in line with the other available studies. The improvement in quality that OSS brings about can be credited to fewer defects per line of code [27], and to improved reliability [28, 29].

3.3.4 SC-3-4 Provides Opportunities

The respondents considered OSS based SPLs as a window of opportunity. This reuse may lead to the inter-organizational reuse of the components. Reuse will be moved to a higher level, one that finds commonalities among domains. Such types of core assets will be developed which are for use by multiple domains.

3.4 Role of OSS in promoting reuse

This category is based on the role of OSS in the promotion of reuse, i.e. why OSS is influencing reuse intense software development. The sub categories and their corresponding representative quotes are presented in Table 8.

The role of OSS in promoting reuse has four dimensions. These dimensions include time and effort saving aspects, ease of development and market trust. The market trust, or in other words the trust of the customers, is gained by an organization entering into new domains by using OSS.

3.4.1 SC-4-1 Saves Time

The topmost benefit of reuse is that it saves time. The results of a survey based study [30] state that by using OSS the developer can save time for other important tasks of the project. Software engineers prefer to reuse a component if one is already available. On the organizational level and in product line practices reuse results in a short delivery time. New products can be launched in a shorter time. It provides a
competitive edge and there is time available for experimentation and innovation to enhance the features of the product.

3.4.2 SC-4-2 Less Effort Required

Reuse also results in saving effort. Less effort is required to develop software using OSS as compared to starting from scratch. In the context of SPL, product lines are seldom started from scratch. The organisations which move towards the development of an SPL already have experience of that particular domain.

3.4.3 SC-4-3 Ease of Development

OSS allows for easier development; that is why its use is encouraged in the software industry. Developing a new product is easy. A developer, who is new to the domain, can get domain knowledge by reusing the components.

3.4.4 SC-4-4 Market Trust

The reuse of OSS enables a company to launch a product more rapidly. A potential customer prefers products of a company that is already developing software in that particular domain. OSS usage develops the trust of the customer.

3.5 Factors Affecting Reusability

The factors identified as the attributes of reusability are assembled under this category. The factors and corresponding quotes are presented in Table 9.

The findings reported in this study have extended the body of knowledge by adding new attributes of reusability. The salient feature of this study is the identification of the reusability attributes from the perspective of the software developer. This identification is based on interviews. The use of this method of enquiry is motivated by another view of reusability. This view is presented in [31]; it states that reusability is a form of usability from the perspective of the software developer. Using an interview is one of the most suitable methods in such a situation. In a recent focus group study it was reported that documentation (as we mentioned earlier) and maintainability are among the most important technical factors [22]. These factors should be taken into account when selecting an OSS component.

3.5.1 SC-5-1 Flexibility

Flexibility is related to reusability in two ways. First, it is the ability of a component to be used in multiple configurations. Second, it is a necessary attribute concerning future requirements and enhancements.

3.5.2 SC-5-2 Maintainability

Maintainability is related to reuse in terms of error tracking and debugging. If the component is maintainable it is more likely to be reused. In cases where OSS components are running on systems connected to another system then a bug is particularly problematic. Sometimes debugging a component on one configuration may not work on other configurations. On the other hand, in black box reuse, maintainability is not considered a factor of reusability.

3.5.3 SC-5-3 Portability

Portability is considered a factor in the sense that a cohesive component is more portable. A component having all the necessary information within it or having less interaction with another module during its execution is more reusable. Again in the case of black box reuse it is not a factor.

3.5.4 SC-5-4 Scope Coverage

Another characteristic of open source components is the extent of their scope. A developer would prefer a component to cover as much of the application’s functionality as possible. Large components are of concern as it often means a high level of complexity and poor understandability. Furthermore, scope coverage is important in situations where future enhancements have already been envisioned, or where there is the likelihood that more features will be added in the future.

3.5.5 SC-5-5 Stability

Stability is one of the identified factors of reusability in this study. The respondents regard stability as an important factor to be considered while making decisions. Stability of a component refers to its quality of being error free. In [22] the concept of stability is linked to the “ad hoc standard.” The explanation of the term ‘ad hoc standard’ is stated as “that they are used in many products of that kind”. Our notion to explain this phenomenon is ‘safety in numbers’. OSS contributed to by many developers and used in many applications is more stable. Stability is also related to the usage history of the component.

3.5.6 SC-5-6 Understandability

The respondents also have a consensus of opinion on the importance of the understandability attribute. It is also related to the maintainability of the component; a component that is easy to understand is easy to maintain. Understandability affects the reliability of a component.

3.5.7 SC-5-7 Usage History

In this study, ‘usage history’ is identified as one of the factors that influence reusability. Usage history provides a hint about the usefulness of the component. Another side of usage history is the maturity of the component. The component can be considered mature if it is used in many applications. The use of a component in many applications also reflects its quality of interoperability. It provides confidence to the potential user that a component can be easily adapted. Another aspect of usage history is that the use of a particular OSS in different applications provides an example of usage of the component. This example can be effective for learning purposes. A similar concept to ‘usage history’ is ‘release history’, as mentioned in [32]. Release history refers to “how often the new releases come out”.

3.5.8 SC-5-8 Variability

Variability is one of the factors identified; increased variability decreases understandability. Variability is also seen as the configurability of a component, that it can be configured in multiple configurations. Variability is also related to the scalability property of a component, that is it can
be scaled up whenever required. Variability is further examined and explained in [33], metrics to measure variability

Table 9 Identified factors and representative quotes

<table>
<thead>
<tr>
<th>Cat-5</th>
<th>Factors Affecting Reusability</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Sub Category Name</td>
</tr>
</tbody>
</table>
| SC-5-1 | Flexibility | “Flexibility refers to the ability to use it in multiple configurations.”
|       |               | “In order to reuse some component source code it should be flexible enough to be used in several contexts.”
|       |               | “Flexibility is necessary because there are changes required with the passage of time, so it saves you not to be bound.” |
| SC-5-2 | Maintainability | “Maintainability is a large problem in such situations when you use OSS and we are running the system with connectivity with other systems; so every time there are some bugs and removing the bugs in other code that is developed by some else is very difficult for the developer.” |
| SC-5-3 | Portability | “Portability is also related to the install ability, it should be taken care and portability should be economical we don’t have to install other software to run a component in other systems.” |
| SC-5-4 | Scope Coverage | “That depends on the situation but normally we choose the more coverage component as compared to the less covered one.”
|       |               | “… it depends on the application if we want to extend further our application then we will go for more features.” |
| SC-5-5 | Stability | “Stable meaning reasonably error free and it could be used with confidence that there is no bug.” |
| SC-5-6 | Understandability | “If I don’t understand it then I can’t show that it is reliable and prove it to myself then I am not going to use it.”
|       |               | “Size can be managed but if it is not understandable then it is difficult to reuse” |
| SC-5-7 | Usage History | “Usage history also shows the maturity of the component and how many people have used and made changes to it.”
|       |               | “In many cases open source software is used by many people many engineers, already proven its usefulness.” |
| SC-5-8 | Variability | “Variability is a two edge sword in other words there are advantages and disadvantages.” |
| SC-5-9 | Documentation | “If there is lack of documentation then I mean it creates hurdles to understand the code for any other developer or the software engineer.”
|       |               | “If there is no proper documentation then others cannot understand the software neither can change nor modify it.” |

3.5.9 SC-5-9 Documentation

The respondents consider documentation as one of the most important factors affecting flexibility, understandability and reusability. The issue of documentation is multifaceted. Usually, OSS comes without much documentation. OSS is developed and contributed to by many developers. The number of developers may reach up to the thousands, as in the case of Linux. The code size increases rapidly. So, it is very difficult to analyze code without documentation.

Documentation is associated with understandability. The lack of documentation, or poorly maintained documentation, hinders understandability. Documentation also provides a record of the component; the component history can be known by seeing the documentation. [32] recommends considering the documentation of OSS as a criterion for selecting candidate OSS. The finding presented in this study
that documentation is one of the factors which affect reusability is in line with [32].

3.6 Desirable Characteristics of OSS

The desirable characteristics of OSS identified during the study are presented in this category, and shown in Tables 10. In this study, the desirable characteristics of OSS are seen from the perspective of academics and industry.

3.6.1 SC-6-1 Academic Perspective

The desirable characteristics of OSS, from an academic perspective, include the availability of test cases associated with the open source software. This finding is in line with [22] where the availability of test cases is considered as one of the plus points. The primary focus of an OSS developed in academia is innovation and functionality. OSS in academic settings is intended to extend the body of knowledge. There is room for experimentation in academia.

3.6.2 SC-6-2 Industrial Perspective

A business desires different characteristics from software than academia does. Firstly, there is no room for experimentation in business environments or in commercial software development. The critical factor in a business environment is risk aversion. Several methods are used for the assessment and mitigation of potential risks.

3.6.3 SC-6-3 Maintenance Support

Maintenance is one of the issues in OSS. This is because of the shared/lack of ownership of the software. The potential user of OSS looks for its maintenance support. This factor is important as it influences the decision to use a particular OSS. OSS having maintenance support is preferable.

3.6.4 SC-6-4 Maintenance Agreement

In some situations companies may opt for a maintenance agreement with the developing organization. This kind of agreement covers extensions or changes to the software. On the one hand, the customer prefers maintenance agreements for their future needs or enhancements to the systems. On the other hand, software development companies earn additional revenues from these agreements.

3.6.5 SC-6-5 Infrastructure Support

Infrastructure support is identified as one of the desirable characteristics of OSS in this study. The range of infrastructures that support execution of the OSS is one of its defining characteristics. Here, the term ‘infrastructure’ refers to the operating system, web application server or the graphical user interface. So, OSS with more comprehensive infrastructure support is preferable. Wider infrastructure support makes the OSS an affordable choice under most circumstances. ‘Infrastructure support’ is also mentioned in [32], as one of the criteria for choosing OSS. It suggests asking the question: “Are they (OSS) compatible with the rest of your infrastructure?” [32].

3.6.6 SC-6-6 Maturity of OSS

The maturity of OSS is identified as a desirable characteristic in this study. The maturity of the OSS plays an important role in the selection making decision. One way to know the maturity of OSS is to look for its usage in different scenarios. These examples of use provide evidence to the potential user. The potential user may find similarities or differences in the examples and scenarios. The comparison helps him/her to build confidence in particular OSS. The potential user may identify related threats and risks. ‘Maturity of OSS’ is also identified as a desirable characteristic by [22] and [32], where the maturity of a community is considered to gauge the maturity of OSS.

3.6.7 SC-6-7 Error Handling Mechanism

The availability of an error handling mechanism is a desired characteristic of OSS. An error handling mechanism includes knowledge about the error types, related messages and their remedies. A remedy may include the types of parameters required to remove the error.

3.6.8 SC-6-8 Scalability

The capability of OSS to be scaled is considered a desirable characteristic. The scalability of OSS is its ability to handle the growing needs of the organization. It is also considered a variability parameter - that new functionality can be added or existing functionality extended.

3.7 Suggestions

The suggestions provided by the respondents are presented in this category, and are shown in Table 11.

3.7.1 SC-7-1 Inter Language Reuse

Inter language reuse of OSS is one of the suggestions. It can be viewed as a challenge to software engineering. Generic artifacts such as design documents and requirements specifications can be implemented in different languages. This is due to their abstract nature. However, code assets lack this level of abstractness. One of the possible solutions is the conversion of code of one language to another with the help of some intermediating software.

3.7.2 SC-7-2 Software Agents

The development of software agents is suggested by the respondents. These agents should be capable of guiding the software developer as to which kind of changes is required when adapting a particular component. These agents may help users by creating a meta-data file, containing the details of structures, classes, their types and relationships. This is so that the developer can see what changes are required, and it may help him/her to make a decision as to whether or not to use a particular component.
Table 10 Sub categories of ‘Desirable characteristics of OSS’

<table>
<thead>
<tr>
<th>Sub Category ID</th>
<th>Sub Category Name</th>
<th>Representative Quote</th>
</tr>
</thead>
<tbody>
<tr>
<td>SC-6-1</td>
<td>Academic Perspective</td>
<td>“In academics because you are not delivering the PL for business purposes and the value is or the basis is extending the body of knowledge and helping other researchers to develop or break through in new area of software capabilities or demonstrating new algorithms or infrastructures whatever its purely functionality and functionality could be the number of test cases delivered with the open source product and the ease of use.”</td>
</tr>
<tr>
<td>SC-6-2</td>
<td>Industrial Perspective</td>
<td>“…the critical business importance is not to take risks this is known as the risk assessment, how risky it is and for risk there are several ways of determining risks.”</td>
</tr>
<tr>
<td>SC-6-3</td>
<td>Maintenance Support</td>
<td>“…support for the open source software is the number one characteristic we look for”</td>
</tr>
<tr>
<td>SC-6-4</td>
<td>Maintenance Agreement</td>
<td>“companies may opt for maintenance agreement with the developer company, at any time during the agreement if there is a need of extensions or change company can provide support”</td>
</tr>
<tr>
<td>SC-6-5</td>
<td>Infrastructure Support</td>
<td>“I would be looking for the software that has the capabilities that I want to include in my product line but also the capabilities that I need to support the services or the infrastructure”</td>
</tr>
<tr>
<td>SC-6-6</td>
<td>Maturity of OSS</td>
<td>“…we look for is how mature it is and if we have to change anything to make it work, how many examples of it are being used in software community”</td>
</tr>
<tr>
<td>SC-6-7</td>
<td>Error Handling Mechanism</td>
<td>“When an error happens, what type of interrupt /what type of message is passed back? What type of parameters is required to handle the error?”</td>
</tr>
<tr>
<td>SC-6-8</td>
<td>Scalability</td>
<td>“The biggest variability parameter, I am concerned with is the scale of the work… in other words, will this component scale?”</td>
</tr>
</tbody>
</table>

Table 11 Suggestions and representative quotes

<table>
<thead>
<tr>
<th>Sub Category ID</th>
<th>Sub Category Name</th>
<th>Representative quote</th>
</tr>
</thead>
<tbody>
<tr>
<td>SC-7-1</td>
<td>Inter Language Reuse</td>
<td>“…for example if I want to extract Python code, if I use Python code for example I am a C# programmer that use dot net technology so how can I use it… for example I use Python for text processing, how can I use Python code? How can it be portable or can it be easily used in Java or C?”</td>
</tr>
<tr>
<td>SC-7-2</td>
<td>Software Agents</td>
<td>“…for software development there is such type of agent, that they can easily see other things also, if they are using some other code, agent can suggest which kind of change is required and which variable constant you should change or which type of features/classes.”</td>
</tr>
</tbody>
</table>
4. DISCUSSIONS

The adaptation of the coding process, i.e., the use of a word cloud, is a methodological contribution of this study. It may be used in other studies where textual data is analyzed. In this research, a word cloud is used after open coding to aid the process by ensuring that none of the recurring words related to a concept are missed. However, this technique can be used to pilot the open coding process, especially when a large amount of textual data is processed.

A word cloud can be more useful in the analysis of transcripts from unstructured interviews. The adaptation of the coding process may be used in grounded theory studies.

5. VALIDITY OF RESULTS

For qualitative research there are different types of validity: descriptive, interpretive, concurrent and theoretical validity [35]. Descriptive validity is related to the reporting of events, behaviours, settings, people, places and time. This is not much of a concern in this study. Interpretive validity is more of a concern for our research. Whenever there was ambiguity, the transcriptions were reviewed by the researcher to ensure the interpretive validity of the results. Furthermore, the findings of the qualitative studies are provided to the respondents. This measure was taken to cater for respondents’ possible apprehension of the results. The respondents verified the interpretations.

Theoretical validity of the results is maintained by comparing the findings of this research study with contemporary studies. It can safely be said that the findings presented in this study are in line with the available theory.
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Concurrent validity of the results is exhibited by the fact that the qualitative data were collected using seven interviews and similar patterns and trends were identified from the collected data. Only findings are reported that are concurrent, i.e. extracted from multiple respondents. The findings presented under the category ‘suggestions’ are subject to concurrent validity.

One of the category i.e. factors affecting reusability confirms and enhances our other works [36] in this field regarding the reusability of aspect oriented components. A summary of findings of this research is presented in Figure 3.

6. CONCLUSION

OSS has opened up new opportunities for reuse-intensive software development. This exploratory study was conducted to report the state of the art in this field. In this study, an exploratory research method, the interview, was used to gather data. Interpretation of the data was heavily influenced by what the literature says. The findings of the study are structured into seven categories and their 39 dimensions. These categories and their dimensions provide an in-depth view from the perspective of the potential user, the software engineer. Having distinguished respondents, with knowledge spanning both software houses and academia, ensures the credibility of the research. Apart from these findings, the study also makes a methodological contribution (an adaptation to the coding process). In future, studies may be carried out to further explore the identified issues reported in this study.


